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# Chapter 1. Getting Started

## Writing a Simple C++ Program

Q: What is the difference between g++ and gcc.

A:

**Exercise 1.1**. Exercise 1.1: Review the documentation for your compiler and determine

what file naming convention it uses. Compile and run the main program from page 2.

≫ g++ -o prog\_01\_01 prog\_01\_01.cc

Running prog\_01\_01.exe gives

![](data:image/png;base64,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)

**Exercise 1.2**: Change the program to return -1. A return value of -1 is

often treated as an indicator that the program failed. Recompile and rerun

your program to see how your system treats a failure indicator from main.

Answer: The system shows failure indicator as -1 when using echo
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## A First Look at Input/Output
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Question: MATLAB has printf for output. C also has input output statements. Similarly C++ has a statement for I/O.

Yes

No

Q: The term stream in iostream library and types ‘istream’ and ‘ostream’, stands for which of the following:

1. A channel for reading input and output
2. Characters are generated, or ingested, sequentially over time.
3. All characters are available at the same time

Correction Answer: B

Exercise 1.6

Answer: Remove the semicolons, when the statement is not termiated.

Excercies 1.9

Sum from 50 to 100 = (100)(101)/2 – (49)(50)/2 = 3825
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Excerise 1.12, Execerise 1.13

Exercise 1.14

Compare and contrast the loops that used a for with those

using a while. Are there advantages or disadvantages to using either form?

Answer:

A **while loop** will always evaluate the condition first.

while (condition) {

//gets executed after condition is checked

}

The main difference between the for's and the while's is a matter of pragmatics: we usually use for when there is a known number of iterations, and use while constructs when the number of iterations in not known in advance. The while vs do ... while issue is also of pragmatics, the second executes the instructions once at start, and afterwards it behaves just like the simple while.

For

void fun\_for()

{

double x=0;

int maxI = pow(2,31) - 1;

for (int i=0; i<maxI; i++)

{

x++;

}

}

void fun\_while()

{

double x=0,i=0;

int maxI = pow(2,31) - 1;

while(i<maxI)

{

i++;

}

}

The run-time was random, 4s or 5s for either For or While loop.

Exercise 1.16

Familiarize yourself with common errors of the compiler.
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Exercise 2.1 What is the difference between int, long, long long, short

|  |  |  |
| --- | --- | --- |
| Type | Length on my PC | Max Value |
| int | 4 bytes = 32 bits |  |
| long | 4 bytes = 32 bits |  |
| Long long | 8 bytes = 64 bits |  |
| short | 2 bytes = 16 bits |  |
| Float | 4 bytes = 32 bits | 7 significant digits  IEEE 754 Representation  ±1.18 x 10-38 to ±3.4 x 1038 |
| Double | 8 bytes = 64 bits | 16 significant digits. |

1 char is 1 byte = 8 bits = 2^8 – 1 = 256 – 1.

Exercise 2.2. To calculate a mortgage payment, what types would you use

for the rate, principal, and payment? Explain why you selected each type.

Key Insight: Rounding errors occur when a number can’t be stored precisely. This can happen even with simple numbers, like 0.1. Therefore, rounding errors can, and do, happen all the time. Rounding errors aren’t the exception -- they’re the rule. Never assume your floating point numbers are exact.

A corollary of this rule is: be wary of using floating point numbers for financial or currency data.

Rate: 12.5 or 3.25. Usually 2 significant digits. Float is more than enough.

Principal. 100,000.21, Use double. The cost of double is negligible. Double operations are faster than single.

Principal: Use double because it is used to compute the payment

Payment: Only 2 significant digits are required, so you can get away with float, if memory is really a concern.

When do you use float and when do you use double?

The default choice for a floating-point type should be double. This is also the type that you get with floating-point literals without a suffix or (in C) standard functions that operate on floating point numbers (e.g. exp, sin, etc.).

float should only be used if you need to operate on a lot of floating-point numbers (think in the order of thousands or more) and analysis of the algorithm has shown that the reduced range and accuracy don't pose a problem.

long double can be used if you need more range or accuracy than double, and if it provides this on your target platform.

You can check the famous article by D. Goldberg ("What Every Computer Scientist Should Know About Floating-Point Arithmetic"). You should think twice before using floating-point arithmetic. There is a pretty big chance they are not needed at all in your particular situation.

<http://perso.ens-lyon.fr/jean-michel.muller/goldberg.pdf>

In summary, float and long double should be reserved for use by the specialists, with double for "every-day" use.

Exercise 2.3

What output will the following code produce?

unsigned u = 10, u2 = 42;

std::cout << u2 - u << std::endl; (Answer: 42 – 10 = 32)… Correct

std::cout << u - u2 << std::endl;

Answer:

10 – 42 = -32 as an ‘unsigned’. So wrap around. 256-32 = 224.Wrong

**Correction**:

=pow(2, 32) -32 = 4294967296 – 32 = 4,294,967,264

int i = 10, i2 = 42;

std::cout << i2 - i << std::endl; (Answer = 42 – 10 = 32) Correct

std::cout << i - i2 << std::endl; (Answer = 10 – 42 = -32) Correct

std::cout << i - u << std::endl;

10 – 42 = -32 converted to unsigned = 224 (Wrong)

Correction:

10 – 10 = 0. OK for unssigned

std::cout << u - i << std::endl;

i is converted to unsigned, 10 – 10 = 0. OK. (Correct)
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Exercise 2.5

Explain the value of each literal

1. ‘a’ is a character. L’a’ is a wide character and type is wchar\_t. “a” is a string, L”a” is a wide character string of type wchar\_t
2. 10 is of type integer which is 4 bytes , 10u is unsigned integer, 10L is long integer with 8 bytes, 10uL is unsigned long integer 8 bytes, 012 is octal, 0xC is hexadecimal format.
3. 3.14 is a floating point literal of type double, 3.14f is a floating point literal, 3.14L is a long double

Here are some examples of legal and illegal floating point literals

3.14159 //Legal

314159E-5 //Legal

510E //Illegal because of incomplete exponent

210f //Illegal because of the missing decimal point

.e55 //Illegal because of missing integer or fraction

Exersise 2.6. What if any are the differences between:

int month = 9 is the number 9, day = 7 is the decimal number 7;

int month = 09 is the octal9=which is illegal, day = 07 is the octal 7;

Exercise 2.7

What values do these literals represent? What type does each

have?

(a) "Who goes with F\145rgus?\012". Answer: \145 ocatal is character = e. \012 is octal 12 value which is linefeed or newline. What does with Fergus? \n.

(b) 3.14e1L. Answer= 31.4

(c) 1024f. Answer = floating point 1024.0

(d) 3.14L. Answer = 3.14 represented by long double i.e. 8 bytes
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**Exercise 2.9:** Explain the following definitions. For those that are illegal,

explain what’s wrong and how to correct it.

**(a)** std::cin >> int input\_value; Answer: Not OK. Int cannot appear in c

**(b)** int i = { 3.14 }; Answer: Not OK. Trying to initialize a float or double to int. Complier will complain and wrong value will get stored.

**(c)** double salary = wage = 9999.99; Answer: Not OK. You cannot initialize

**(d)** int i = 3.14; Answer: Not OK. Trying to initialize a float or double to int. Complier might complain and wrong value will get stored.

**Exercise 2.10:** What are the initial values, if any, of each of the following

variables?

std::string global\_str;

int global\_int;

int main()

{

int local\_int;

std::string local\_str;

}

Answer:

global\_int will be initialized to zero since it is outside the loop

local int will also be initialized to zero since it is not inside a function

local\_str will be empty string
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**Exercise 2.11:** Explain whether each of the following is a declaration or a

definition:

**(a)** extern int ix = 1024; Answer: definition

**(b)** int iy; Answer: definition…..it allocates memory and initializes to zero.

**(c)** extern int iz; Answer: declares but does not define iz

Exercise 2.12: Which, if any, of the following names are invalid?

(a) int double = 3.14; Answer: Valid

(b) int \_; Answer: ~~invalid because \_ cannot be a variable~~. OK to have \_ as variable

(c) int catch-22; Answer: invalid because hyphen is not allowed

(d) int 1\_or\_2 = 1; Answer: Valid because identifiers can be letters, numbers, underscore

(e) double Double = 3.14; Answer: Invalid because Double is a reserved word

Exercise 2.13: What is the value of j in the following program?

int i = 42;

int main()

{

int i = 100;

int j = i;

}

Answer: j=100. (Correct)

Exercise 2.14: Is the following program legal? If so, what values are printed?

int i = 100, sum = 0;

for (int i = 0; i != 10; ++i)

sum += i;

std::cout << i << " " << sum << std::endl;

Answer:

Yes. Scope of i=0 is local. Runs from 0 to 9 with sum = n\*(n+1)/2 = 9\*10/2 = 45.
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Exercise 2.15

Which of the following definitions, if any, are invalid? Why?

(a) int ival = 1.01; Answer: Well, it is invalid because ival will store value = 1.

(b) int &rval1 = 1.01; Answer: invalid. Referenced variable cannot store an int value.

(c) int &rval2 = ival; Answer: valid. Rval2 will store the value 1

(d) int &rval3; Answer: invalid. declared as reference but not initialized.

Exercise 2.16

Which, if any, of the following assignments are invalid? If they are valid, explain what they do.

int i = 0, &r1 = i; double d = 0, &r2 = d;

(a) r2 = 3.14159; Answer: Valid. The value of d is set to 3.14159

(b) r2 = r1; Answer: Valid, r2 which is alias for d is set to value of I, d=0;

(c) i = r2; Answer: Valid. The ‘i’ will which is indirectly referring to do ‘d’ is set to 0. i=0.

(d) r1 = d; Answer: Invalid because different types are set. Value of i is set to d = 0;

Exercise 2.17 What does the following code print?

int i, &ri = i;

i = 5; ri = 10;

std::cout << i << " " << ri << std::endl;

Answer: 10 10. i is set to 10 because ri indirectly sets it to 10. ri also referes to the same value of 10.
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Exercise 2.19 Differences between pointers and references

|  |  |
| --- | --- |
| References | Pointer |
| Not an object | Object in its own right |
| Must be initialized | Need not be initialized |
| Once defined, no way to make it refer to a different object |  |
| When we use a reference, we always get the object to  which the reference was initially bound | There is no such identity between a pointer and the address that it holds |
|  |  |
|  |  |

Exercise 2.20: What does the following program do?

int i = 42;

int \*p1 = &i;

\*p1 = \*p1 \* \*p1;

Answer: Value of i = 42\*42 = 1764

Exercise 2.21: Explain each of the following definitions. Indicate whether any are illegal and, if so, why.

int i = 0;

(a) double\* dp = &i; //Answer: illegal because types differ

(b) int \*ip = i; // Answer: illegal because ip should hold address. i is not an address.

(c) int \*p = &i; // Answer: Legal

Exercise 2.22: Assuming p is a pointer to int, explain the following code:

if (p) // ...

if (\*p) // ...

Answer: When p is a pointer to integer, it is just a declaration. Unless the pointer is initialized to an object, its value is undefined and p holds any random memory location.

Multiple run of this program
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Now, close the cmd line. Reopen…. Points to same location in the memory.

Exercise 2.23: Given a pointer p, can you determine whether p points to a valid object? If so, how? If not, why not?

No, you can't. Why? Because it would be expensive to maintain meta data about what constitutes a valid pointer and what doesn't, and in C++ you don't pay for what you don't want.

And you don't *want* to check whether a pointer is valid, because you *know* where a pointer comes from, either because it's a private part of your code that you control, or because you specified it in your external-facing contracts.

Exercise 2.24: Why is the initialization of p legal but that of lp illegal?

int *i* = 42; void \*p = &i; long \*lp = &i;

Answer:

Void can point to any object type. But lp is long type and int and long type don’t mix. The type void \* is a special pointer type that holds the address of any object. Type of object is unknown.

**Generally, we use void \* pointer to deal with memory as memory, rather than using the pointer to access the object.**

Exercise 2.25: Determine the types and values of each of the following

variables.

(a) int\* ip, &r = ip;

(b) int i, \*ip = 0;

(c) int\* ip, ip2;

Answer:

1. ip is a pointer to integer. &r is a an alias to the pointer.
2. i if of type integer an ip is a pointer to integer and null pointer
3. ip is a pointer to integer and ip is an integer
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Exercises Section 2.4

Exercise 2.26: Which of the following are legal? For those that are illegal,

explain why.

(a) const int buf; Answer: Illegal. Not initialized

(b) int cnt = 0; Answer: Legal.

(c) const int sz = cnt; Answer: Legal.

(d) ++cnt; ++sz; Answer:++cnt is legal. ++sz is illegal because sz is read-only variable.
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**Exercise 2.27:** Which of the following initializations are legal? Explain why.

**(a)** int i = -1, &r = 0; Answer: i is legal. 2nd one is illegal because cannot bind non-constant value of type int& to 0, which is of type const int.

**(b)** int \*const p2 = &i2; Answer: Illegal because i2 is not defined.

**(c)** const int i = -1, &r = 0; Answer: Legal. Legal because 0 is of type const int and r is of type.

**(d)** const int \*const p3 = &i2; Answer: Legal because p3 is const type pointer that can hold address of i2. But i2 is not defined

**(e)** const int \*p1 = &i2; Legal. But i2 is not defined

**(f)** const int &const r2; Illegal.

**(g)** const int i2 = i, &r = i; Answer: Legal, Legal.